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ABSTRACT
DNN inference accelerators executing online services exhibit low
average loads because of service demand variability, leading to poor
resource utilization. Unfortunately, reclaiming idle inference cycles
is difficult as other workloads can not execute on a custom acceler-
ator. With recent proposals for the use of fixed-point arithmetic in
training, there are opportunities for training services to piggyback
on inference accelerators. We make the observation that a key chal-
lenge in doing so is maintaining service-level latency constraints for
inference. We show that relaxing latency constraints in an inference
accelerator with ALU arrays that are batching-optimized achieves
near-optimal throughput for a given area and power envelope while
maintaining inference services’ tail latency goals.

We present Equinox, a custom inference accelerator designed to
piggyback training. Equinox employs a uniform arithmetic encod-
ing to accommodate inference and training and a priority hardware
scheduler with adaptive batching that interleaves training during
idle inference cycles. For a 500𝜇𝑠 inference service time constraint,
Equinox achieves 6.67× higher throughput than a latency-optimal
inference accelerator. Despite not being optimized for training ser-
vices, Equinox achieves up to 78% of the throughput of a dedicated
training accelerator that saturates the available compute resources
and DRAM bandwidth. Finally, Equinox’s controller logic incurs
less than 1% power and area overhead, while the uniform encod-
ing (to enable training) incurs 13% power and 4% area overhead
compared to a fixed-point inference accelerator.

CCS CONCEPTS
• Computer systems organization → Systolic arrays; Neural
networks; Cloud computing.
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1 INTRODUCTION
DNN infrastructure has observed an explosion in investment due
to the increasing popularity of DNNs in online services [16, 18, 22].
Unfortunately, a significant fraction of this investment goes to
waste, as custom inference accelerators face an average request
load of around 30% because of service demand variability [7]. In
general-purpose platforms, idle cycles are reclaimed by co-locating
best-effort workloads with latency-critical ones [11]. As no other
workload can execute on custom inference accelerators, those idle
cycles stay unclaimed, leading to a considerable waste of resources.

While DNN training workloads can be used as best-effort tasks
to reclaim inference idle cycles, the divergence in the requirements
of inference and training workloads poses a significant challenge.
Inference accelerators execute algorithms that can tolerate narrow
fixed-point arithmetic and have small memory footprints which can
be served directly from on-chip memory to achieve high through-
put. Modern inference accelerators such as Graphcore [3] or Brain-
wave [16] have on-chip memory sizes ranging from tens up to
hundreds of megabytes, which is sufficient to accommodate the
memory footprint of state-of-the-art DNN models. Furthermore,
because of tight latency constraints, these accelerators avoid tech-
niques that may delay individual requests, such as batching [1, 16].

In contrast, training accelerators require floating-point arith-
metic, exhibit memory footprints in the range of a few GBs [36]
which cannot be easily accommodated on chip, and have no on-
line latency constraints. As a result, training accelerators employ
ALUs with reduced power efficiency, operate on DRAM-resident
data, and use batching to minimize data movement and maximize
throughput.

Modern inference accelerators—such as GPUs [1], TPUs [2, 5, 21],
and Graphcore [3]—can often perform both inference and train-
ing. Unfortunately, they cannot efficiently train while meeting the
tight latency constraints of inference services. These accelerators
lack the capabilities to quickly switch between inference and train-
ing requests during inference load spikes and sacrifice inference
throughput to accommodate floating-point arithmetic in the ALUs
to support training.
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Fortunately, the emergence of novel arithmetic encodings for
DNN training [14, 24, 35] presents an opportunity to piggyback
training on online inference services. Such encodings offer denser
arithmetic without implications on the accuracy, resulting in orders
of magnitude improvement in energy efficiency and computational
density. These encodings lead to ALUs that consume much less
power than the buffers feeding them. Hence, accelerators that em-
ploy them are data movement bound.

The fundamental challenge beyond arithmetic is designing an in-
ference accelerator that piggybacks training while meeting service-
level latency constraints. We make the observation that inference’s
sensitivity to service-level tail latency creates a non-linear rela-
tionship between latency and throughput. Designers rely on batch-
ing [16] to enable weight reuse, minimizing data movement band-
width and power, thereby increasing the power provisioned for
ALUs and throughput under a fixed power budget. When latency
requirements are lax with higher degrees of batching, the on-chip
data movement power is much lower, freeing up power for more
ALUs and throughput, and consequently creating bigger opportu-
nities to piggyback training on inference accelerators. Although
such an accelerator cannot match the performance of a custom
training accelerator, reclaiming idle cycles comes at a low cost,
exposing cheap compute resources to datacenter operators. Finally,
with priority scheduling and adaptive batching, an inference accel-
erator can seamlessly maintain service-level latency guarantees for
inference requests while interleaving training requests.

We use text, image, and speech processing models together with
analytical modeling, detailed cycle-accurate simulation, and syn-
thesis tools for the TSMC 28nm technology to make the following
contributions:

• We quantify the non-linear relationship between throughput
and latency with batching in custom inference accelerators
and show that optimized ALU arrays for a latency window of
50𝜇𝑠 and 500𝜇𝑠 can increase throughput by 5.53× and 6.67×,
respectively, compared to latency-optimal arrays.

• We present Equinox, an inference accelerator designed to
piggyback training to reclaim idle cycles, featuring a uniform
encoding datapath and a priority scheduler that maintains
service-level latency guarantees for inference requests while
interleaving training requests.

• Wepresent cycle-accurate simulation results making the case
that Equinox can achieve up to 78% of a dedicated training
accelerator’s throughput that saturates the available com-
pute resources and DRAM bandwidth. Equinox achieves this
throughput while maintaining a 99th% latency goal for in-
ference services that is within 10× of the mean service time.

• We present synthesis results indicating that Equinox’s con-
troller logic incurs < 1% power and area overheads, and its
numeric encoding incurs a 13% power and 4% area overheads,
respectively, compared to a fixed-point accelerator.

The rest of the paper is organized as follows. We first present the re-
quirements for piggybacking training on inference accelerators (§2).
Then, we present Equinox (§3) and explore its Pareto-optimal space
to trade off latency for throughput and allow training ( §4). Next, we
present the methodology (§5) and detailed evaluation for a family
of Equinox accelerators (§6). Finally, we discuss related work (§7)
and conclude (§8).

2 PIGGYBACKING ON INFERENCE
In theory, with a uniform arithmetic encoding, it is possible to
run inference and training services arbitrarily together in a single
custom accelerator. In practice, custom inference and training ac-
celerators, however, have diverse objectives that require conflicting
resource provisioning. Because inference accelerators usually exe-
cute online services, they primarily operate with on-chip memory,
and provision power and organize array processing elements for
lower degrees of parallelism and batching to abide by tight latency
constraints.

In contrast, training accelerators are optimized for maximum
throughput without latency constraints and provision power to
arithmetic density, parallelism with a high degree of batching, and
DRAM bandwidth. In this paper, we focus on custom inference
accelerators that can use their available idle resources for training
without sacrificing latency. A study of how custom training accel-
erators can be used for inference services with a high tolerance for
latency is beyond the scope of this paper.

To understand the challenges in piggybacking training on online
inference services, we first consider the key objectives in designing
a custom inference accelerator. We then present the requirements
to enable using idle cycles in inference and accommodate training
tasks without violating the inference accelerator’s design objectives.

2.1 Design Objectives for Inference
Inference accelerators are conventionally designed to maximize
throughput while honoring tight latency requirements for online
services. A salient characteristic of inference workloads is their
tolerance to a narrow fixed-point numeric encoding [16, 22]. Such
an encoding results in up to an order of magnitude improvement
in ALU silicon density (relative to floating point) [10], in memory
capacity [16], and data movement bandwidth and power [32]. For
example, Microsoft’s Brainwave uses a variation of block floating
point to process CNNs, RNNs and Transformers [16, 30], and TPUv1
uses 8- and 16-bit fixed point [22], allowing both to achieve superior
throughput and lower latency than the state of the art at the time
they were introduced.

Another key characteristic of inference workloads is their small
memory footprint enabling designers to provision a larger fraction
of overall power for ALUs and higher throughput. Indeed, in infer-
ence, the footprint is dominated by model weights, which are often
small enough (a few KBs to 100s MBs) to fit entirely on chip [3, 16]
with off-chip memory only present to accommodate the less fre-
quent case of larger models (e.g., Brainwave [16], NVIDIA’s T4 [1]).
Consequently, data movement in inference accounts for a small
fraction of the overall accelerator power budget as on-chip memory
accesses consume little power (up to three orders of magnitude less,
relative to off-chip accesses [10]). Both Graphcore [3] and Brain-
wave [16] are designs that exploit large on-chip memories with
10s-100s MBs worth of capacity for inference models.

While inference services lend themselves well to designs with
high computational density, they are often online and have tight la-
tency constraints. Inference is usually part of a multi-tiered service
where a user query triggers a sequence of sub-query fan-outs, span-
ning hundreds or thousands of servers [8, 18]. That fan-out effect
places tight bounds on the tail response latency of each tier [22, 29].



Equinox: Training (for Free) on a Custom Inference Accelerator MICRO ’21, October 18–22, 2021, Virtual Event, Greece

PE PE

PE PE

PE PE

PE PE

Weights

PE PE PE PE PE PE PE PE PE

PE

PE

PE

PE

PE

PE

PE PE PE PE

Weights

Ac
tiv

at
io
ns

Ac
tiv

at
io
ns

(a)

(b)

PE

PE

PE

PE

PE

PE PE PE PE PE

Figure 1: Two ALU arrays with the same power budget: (a) a
systolic array with minimal latency similar to a vector pro-
cessor (e.g., Brainwave [16]), and (b) a systolic array for batch
jobs which trades off latency for throughput (e.g., TPU [22]).

Inference’s sensitivity to service-level tail latency creates a non-
intuitive relationship between latency and throughput and a dilemma
for designers. To increase effective throughput given a fixed power
budget, designers improve weight reuse by batching [16], minimiz-
ing data movement bandwidth and power, thereby increasing the
power provisioned for ALUs and throughput. At one end of the
design space, when latency requirements are tight, lower degrees
of batching result in a cap on the accelerator throughput because of
the power provisioned to on-chip memory. At the other end, when
latency requirements are lax with higher degrees of batching, on-
chip data movement power becomes negligible, freeing up power
for ALUs and throughput.

Figure 1 illustrates this non-linear relationship between latency
and throughput. The accelerator on the top with the highest la-
tency constraints incorporates only a single row of ALUs without
batching but requires a wide path to on-chip memory. In contrast,
the accelerator on the bottom incorporates multiple rows of nar-
rower ALUs with batching to trade off a bit of increase in latency
(the height of the array) for a much larger increase in the total
number of ALUs and throughput. The latter means that relaxing
the constraints on tail latency a bit can lead to large increases in
throughput and consequently, opportunities to piggyback training.

2.2 Accommodating Training
Inference accelerators are deployed at scale to accommodate on-
line services but face around 30% average load because of service
demand variability [7]. Unlike general-purpose servers, custom
accelerators cannot execute other tasks while idle. The objective is
to identify opportunities to recover these wasted cycles, evaluate
the bounds of throughput achieved for training using these cycles,
and present a design to do so. We now focus on the key challenges
in accommodating training on custom inference accelerators.

A key challenge is that training algorithms, the most prominent
of which is stochastic gradient descent (SGD), are sensitive to nu-
meric encoding. Early attempts to use narrow fixed-point encodings
in training have resulted in reduced accuracy or slower conver-
gence [17]. Recent custom accelerators have adopted bfloat16 [2, 5]
as an encoding, which is an improvement over both single- and
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(a) Validation error of Restnet50
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Figure 2: The convergence rate and final error rate of hbfp8
is similar to single-precision floating point (fp32).

half-precision floating point, but it is still less efficient than fixed
point [10].

Fortunately, recent work [14, 24, 30, 35] offers arithmetic en-
coding for training that is nearly as dense as fixed point while
maintaining accuracy and convergence. In this paper, without loss
of generality, we use hybrid block floating point (HBFP) [14], which
employs fixed-point arithmetic (e.g., 8-bit mantissa) for all matrix
operations while matching the accuracy and convergence rate of
single-precision floating point (i.e., fp32). Figure 2a depicts the con-
vergence rate of hbfp8 (i.e., HBFP using 8-bit mantissa) and fp32
presented in [14] for Resnet50 [27] on the ImageNet dataset [31].
Figure 2b presents the perplexity of a Bert-base [12] model trained
with a dataset consisting of text scraped off of Wikipedia using both
hbfp8 and fp32. Finally, we evaluate bfloat16, which is the state of
the art in custom accelerators, as a reference encoding.

To piggyback training, the accelerator must also host inference
and training services simultaneously, which may lead to resource
contention. As in multithreaded CPUs, the accelerator requires
space sharing in the buffers and time-sharing in the execution units
for the two services. Because training relies on fetching data from
off-chip memory due to its large memory footprint (e.g., a few
GBs [36]) and long-distance dependencies in SGD’s backpropaga-
tion, on-chip buffers are used only to stage operands right before
computation. As such, training’s staging buffers require only a
small fraction (i.e., less than 2%) of the on-chip buffer space.

Similarly, as in multithreaded CPUs, resource contention in the
execution units could impact inference’s service-level latency con-
straints. We make the observation that training is fundamentally
bound by off-chip memory bandwidth and, to offset the bandwidth
limitation, it requires a prohibitively high degree of batching well
beyond what is affordable by custom accelerators. Therefore, with
practical degrees of batching in inference accelerators, we expect
contention for on-chip resources between inference and training
to be relatively low. We show, in §4, how optimal batching and
sizing of array dimensions can help a custom inference accelerator
achieve high throughput with a minimal impact on latency.

Finally, DRAM latency is orders of magnitude longer than ALU
array latencies. Therefore it is relatively easy to schedule idle slots in
the array for training. To minimize the impact on inference service
times, a custom accelerator can incorporate a priority scheduler
that monitors incoming requests and schedules DRAM accesses
and array idle slots with priority given to inference requests. We
show that scheduling requests in software may negatively impact



MICRO ’21, October 18–22, 2021, Virtual Event, Greece Mario Drumond, Louis Coulon, Arash Pourhabibi, Ahmet Caner Yüzügüler, Babak Falsafi, and Martin Jaggi

Modified to 
support 
training

Not modified
SIMD Unit

Activation 
Buffer

Weight 
Buffer

Host 
Interface

im
2c

ol

Matrix 
Multiply Unit 

(MMU)
DRAM 

Interface

Request 
Dispatcher

Instruction 
Dispatcher

To all 
blocksInstruction 

Buffer
PE PE PE···

nxn Systolic Array

w-wide Processing 
Elements

PE PE PE···

PE PE PE···

···

·
·

·

·
·

·

Systolic 
Array

Systolic 
Array

m Systolic Arrays

From Weight Buffer

···

To SIMD Unit

Systolic 
Array

Fr
om

 A
ct

iv
at

io
n 

Bu
ffe

r

·
·

·

Figure 3: The anatomy of an Equinox accelerator. Shaded blocks indicate components enhanced to support training.

queuing delays due to the longer turnaround time in scheduling
and instead present a hardware priority scheduler implemented
with minimal logic.

3 EQUINOX
In this section, we present Equinox, an inference accelerator de-
signed to piggyback training. We first describe a baseline inference
accelerator, and then present the enhancements to the baseline
design to support training.

3.1 Baseline Inference Accelerator
Figure 3 depicts the anatomy of our baseline inference accelera-
tor (e.g., TPU [22]). Much like other discrete accelerators, a host
interface connects the accelerator to the host and network/storage
peripherals through a standard I/O fabric (e.g., PCIe). The host in-
terface enables both service installation and client request/response
for installed services. Service installation consists of loading the
code and model and launching the accelerator, after which the
accelerator operates autonomously.

The service specifies the model through a custom instruction set
architecture (ISA) described in detail in [13]. The accelerator imple-
ments all instructions necessary for popular inference services (e.g.,
RNN, MLP, and CNN) including matrix-vector multiplication, con-
volution, vector-vector operations, activation, batch normalization,
and pooling. The ISA also includes instructions to move data among
the DRAM, the network buffers, and the accelerator’s datapath.

The accelerator’s datapath (Figure 3) is composed of a matrix
multiply unit (MMU), a SIMD unit for vector-vector operations, an
im2col unit, activation and weight buffers, and a DRAM interface.
The MMU consists of a row of𝑚 systolic arrays, each with 𝑛 × 𝑛
processing elements (PEs) processing 𝑤 values connected to the
weight and activation buffers. The PEs operate on 2-D tiles, whose
size is a function of the dimensions of the matrix multiply unit in
the datapath. We later show in §4 how the three parameters, 𝑛,𝑤 ,
and𝑚, collectively, enable systolic arrays to balance their latency
and throughput. The im2col unit lowers convolutions to matrix
multiplication.

Figure 4 shows how a matrix multiplication is divided into tiles.
In the figure, the first 𝑛 ∗𝑤 rows of the activation matrix and the
first 𝑛 ∗𝑤 columns of the weight matrix are divided into 𝑥 tiles with
𝑛 ∗𝑤 side each. As shown in the Figure, each instruction addresses
a single activation tile and 𝑚 weight tiles, producing 𝑚 tiles. To
produce an output tile, the we use 𝑥 instructions, each of which

processes an entire activation tile row and an𝑚 weight tile rows.
We also use 𝑥 instructions to add the intermediate output tiles,
producing the final tiles.

The SIMD unit performs vector-vector operations similar to the
activation unit in TPU [22] and includes a register file to store
intermediate vectors and accumulated values. It fetches operands
from either the register file or the MMU’s output, and writes its
results into the activation buffer.

The activation and weight buffers are organized into banks. The
weight buffers have direct connectivity between each bank and
a corresponding systolic array. The activation buffer banks have
broadcast connectivity to all arrays (Figure 3), implemented through
a ring. The activation buffer banks each have a read port facing
the systolic arrays, a read-write port facing the DRAM and host
interfaces, and a write port facing the SIMD unit. The weight buffer
banks each have a read port facing the systolic arrays and a read-
write port shared by the DRAM and host interfaces.

Figure 5 depicts the anatomy of the accelerator’s front-end. Upon
service installation, the request dispatcher copies the weights and
instructions into their respective buffers. Upon service launch, the
request dispatcher monitors the request queue and forwards ar-
riving requests to the instruction dispatcher. Much like TPU, our
baseline accelerator supports batching to reduce data movement.
The request dispatcher gathers arriving requests in a batch forma-
tion buffer and notifies the instruction dispatcher upon a full batch
formation.

To reduce the impact of batch formation on latency, we imple-
ment adaptive batching. The request controller issues incomplete
batches when batch formation time exceeds a threshold (defined
at installation time) by padding the input arrays [8] with dummy
requests whose results are disposed. We compare adaptive batching
with a static batching policy in §6, and show how adaptive batching
minimizes batch formation’s impact on latency when the load is
low at the cost of wasting execution resources.

The instruction dispatcher, shown at the bottom of Figure 5,
features a controller which keeps track of instruction issue and
completion. The controller generates addresses for the instruction
buffer, which forwards instructions to the decoder unit. The latter
generates control signals for the datapath. Arithmetic instructions
are decoded into signals issued to the execution units, and data
movement instructions are decoded into control signals issued to
theDRAMand host interfaces aswell as other blocks in the datapath.
The dispatcher has an instruction completion unit to keep track of
responses received from the datapath.
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Figure 4: Division of a matrix multiplication into tiles.

3.2 Enhancements for Training
We now describe the enhancements that Equinox introduces to the
base inference accelerator. These enhancements are not meant to
create a full-blown custom training accelerator; in contrast, they are
only there to piggyback training on an inference accelerator. The
boxes shaded in gray in Figures 3 and 5 indicate the mechanisms
that are enhanced to support training.

The first enhancement is in the accelerator’s ISA and datapath.
We overload the SIMD unit’s instructions to add support for de-
rivative and loss calculations required by training. We also add
arithmetic support for training to the datapath. Finally, we evaluate
two versions of the MMU, one using bfloat16 [2, 5] as a state-of-
the-art reference for custom accelerators and one using hbfp8 [14],
which offers dramatically higher density. Because the area and
power of the SIMD unit is relatively small compared to the rest of
the datapath and the unit’s density is not critical, we use bfloat16
for the SIMD unit in both versions.

The MMU and the buffers, however, are fundamentally different
across the two datapath versions. The bfloat16 version uses the
16-bit numeric encoding in all buffers and systolic array multipliers,
and single-precision floating point for the accumulators, which is
common in DNN accelerators [2, 4, 5] to maintain high accuracy.
The hbfp8 version, in contrast, uses block floating point in the
systolic arrays and buffers, where each operand consists of a block
of 8-bit mantissa sharing a single 12-bit exponent. As such, all
buffers are modified to store, read and write a block as an operand.

In block floating point, matrix multiplication can be implemented
as a fixed-point multiplication of the tiles and an addition of the
two exponents. To implement this in the systolic array we use
8-bit multipliers and 25-bit accumulators, both operating in fixed
point. Each systolic array also has an adder and a FIFO buffer to
compute, store, and synchronize the exponents of the operands.
Upon completion of the multiplication, the block floating-point
values are converted to bfloat16 for use by the SIMD unit. The
SIMD results are finally converted back to block floating point and
written back to the activation buffer.

The next enhancement is in the request dispatcher to support
hosting inference and training services simultaneously. Equinox
keeps dedicated hardware contexts for each service, which con-
sists of a request queue and an instruction counter. Contexts are
only visible to the accelerator’s controllers, leaving the datapath
oblivious to the interleaving of services. Each context has exclusive
space in the buffers, allocated at installation time. Training requests
also arrive in batches and therefore bypass batch formation in the
front-end.

Inference 
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Request 
Queue

Batch 
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BufferRequest 
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Controller

Instruction 
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Figure 5: Equinox’s front-end consisting of a request dis-
patcher (top) and an instruction dispatcher (bottom). Shaded
blocks indicate components enhanced to support training.

The instruction controller is also modified to maintain infer-
ence latency guarantees in the presence of training services. The
controller schedules instructions from both inference and train-
ing services, giving priority to inference requests by following a
round-robin policy only when inference queuing is low. To bound
queuing delays to conform to service-level latency constraints, the
controller monitors the incoming inference load for spikes by com-
paring the queue size against a maximum threshold defined at the
installation time. When the inference load surpasses this threshold,
the controller stops servicing training requests, dedicating all of
the accelerator’s execution resources to inference requests. The
round-robin scheduling resumes when the inference load spike
subsides.

4 OPTIMAL ARRAY DESIGN
In this section, we first identify the key parameters impacting the ac-
celerator’s design space, then present a preliminary design space ex-
ploration revealing a Pareto-optimal frontier of throughput against
latency using analytical models for area, power and performance.
Once we narrow down the design space to a few Pareto-optimal
points, we evaluate them using detailed cycle-accurate simulation
and synthesis in §6.

DNN workloads exhibit a varying degree of data reuse along
an accelerator’s dimensions. This difference in behavior affects the
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required degree of batching and the relationship between through-
put and latency. The matrix multiply unit (MMU) operates in two
modes, depending on the dimensions of the input matrices. In the
first mode, used for activation matrices with a small height rela-
tive to their length, the MMU broadcasts activations and unicasts
weights across systolic arrays. As such, the MMU reuses activations
both across and within systolic arrays (i.e., across𝑚 and 𝑛 dimen-
sions) but reuses weights only within systolic arrays (i.e., across the
𝑛 dimension). The MMU uses this mode to process models based
on vector-matrix multiplications, which dominate datacenter DNN
workloads—such as RNNs and MLPs [18, 22]. To fully utilize the
MMU, these models must use a minimum batch size of 𝑛.

In the secondmode, used for activation matrices that have a large
height relative to their length, such as those that appear in lowered
convolutions, the MMU broadcasts weights across systolic arrays
and unicasts activations. As a result, these matrices exhibit plenty of
reuse and rarely present a bottleneck from a utilization perspective.
Therefore, we focus our analysis on vector-matrix multiplications
models from this point on.

Much like GPUs, DNN accelerators exhibit high degrees of power
density which may result in dark silicon [3]. To ameliorate the
power density, designers scale down the accelerator’s operating
voltage together with frequency to provision power for larger ALU
arrays. Therefore, frequency (coupled with voltage) is also an im-
portant parameter dictating the overall attainable throughput.

4.1 Analytical Models
Complexity and runtime requirements make it impractical to rely
on cycle-accurate simulation for a large-scale design space explo-
ration. Instead, we use first-order analytical models of dominant
accelerator components, relating the effects of physical constraints
to performance. With latency and throughput as performance met-
rics, our objective is to jointly optimize the accelerator’s dimensions
and frequency to find the best performing designs under power
and area constraints.

We sweep the design space by varying𝑛 and the design frequency.
For a given 𝑛 and frequency, we find the largest values of𝑚 and
𝑤 that are still below the area and power envelopes. Next, we
calculate each design’s throughput and latency with 𝑛,𝑚,𝑤 , and
the frequency. We also calculate area and power to guarantee that
designs are under the power and area constraints.

Besides the ALU arrays and their associated buffers which nat-
urally account for much of an accelerator’s area and power, the
only remaining dominant component in the first-order models is
the DRAM interface.1 For the DRAM interface, we reserve enough
power to accommodate an HBM stack with 1𝑇𝐵/𝑠 bandwidth (the
largest HBM bandwidth commercially available), and enough area
to accommodate the HBM interface.
Area Modeling. We model a 300𝑚𝑚2 die, which is in line with
reported die areas of DNN accelerators [1, 3, 22]; candidate de-
signs that exceed this die area constraint are not considered. To
estimate the required aggregate ALU area, we first synthesize a set
of matrix multiply units (MMUs) with various dimensions using
the Synopsys Design Compiler and TSMC 28nm technology (with
the TCBN28HPMBWP35 Core library and Vdd of 0.9V). We then
1Our cycle-accurate models in section §6 capture all accelerator components.

calculate an ALU’s average area, 𝑎𝑎𝑙𝑢 , for each of bfloat16 and hbfp8
and scale it to match the MMU dimensions of the modeled design.

To estimate the required SRAM area, 𝐴𝑠𝑟𝑎𝑚 , we scale the per-
byte area reported by CACTI 6.5 [26] to the accelerator’s aggregate
SRAM capacity. Because CACTI does not support 28nm, we scale
down the area values from 32nm using the methodology found
in [15]. We assume a capacity of 75𝑀𝐵, which is large enough to
accommodate themajority ofmodels used in datacenter services [16,
22]. Tomodel the DRAM interface area,𝐴𝑑𝑟𝑎𝑚 , we extract estimates
from [33]. Equation 1 calculates the total area of the accelerator.

𝐴 =𝑚𝑛2𝑤𝑎𝑎𝑙𝑢 +𝐴𝑠𝑟𝑎𝑚 +𝐴𝑑𝑟𝑎𝑚 (1)

PowerModeling.We use a first-order model to calculate the accel-
erator’s total power by summing the dynamic and static power of
the ALUs, the SRAM buffers, and the DRAM interface. We assume
a 75𝑊 power envelope, which is in line with reported power bud-
gets of DNN accelerators [22], and eliminate all candidate designs
that exceed this power constraint. We model static power, 𝑃𝑠𝑡𝑎𝑡𝑖𝑐 ,
only for the SRAM buffers because its contribution from ALUs is
negligible.

To model dynamic power, we first estimate the energy consump-
tion in the ALUs and buffers at a fixed frequency point, and then
adjust the base energy values according to the design’s frequency, 𝑓 ,
ranging from 532𝑀𝐻𝑧 to 2.4𝐺𝐻𝑧 using values extracted from [28].
An ALU’s average energy consumption, 𝑒𝑎𝑙𝑢 , is derived from the
same area synthesis methodology (above) and is scaled to match
the modeled MMU dimensions. Similarly, we scale the average per-
byte energy consumption in buffers, 𝑒𝑠𝑟𝑎𝑚 , for various block sizes
reported by CACTI to match the accelerator’s dimensions. Finally,
we extract power estimates from [33] for DRAM accesses, 𝑃𝑑𝑟𝑎𝑚 .
Equation 2 calculates the accelerator’s total power consumption.

𝑃 = 𝑓 ×(𝑚𝑛2𝑤𝑒𝑎𝑙𝑢+𝑒𝑠𝑟𝑎𝑚×(𝑤𝑛+𝑚𝑤𝑛+𝑚𝑛))+𝑃𝑑𝑟𝑎𝑚+𝑃𝑠𝑡𝑎𝑡𝑖𝑐 (2)

Performance Modeling. Equation 3 estimates the maximum in-
ference throughput as a function of the accelerator’s operating
frequency and dimensions. Each ALU performs two operations
(i.e., multiply and accumulate) per cycle. To estimate latency, we
measure service time while processing a batch of 𝑛 inference re-
quests of an LSTM model with 2048 hidden units and 25 steps from
DeepBench [27].

𝑇 = 2𝑚𝑛2𝑤𝑓 (3)

4.2 Analysis
Figure 6 plots the latency against throughput for the modeled ac-
celerators in the design space using (a) hbfp8 and (b) bfloat16 en-
codings. The designs on the Pareto-optimal frontier appear as large
blue dots and the rest as small dots. Table 1 presents the value
of 𝑛, frequency, latency, and throughput for the design points on
the Pareto frontier for four design configurations based on latency
constraints. The value of 𝑛 is related to the batch size in models
that use vector-matrix multiplications. To fully utilize the MMU PE
array, these models must use a batch size of at least 𝑛. We use these
configurations in §6 to evaluate Equinox’s performance.

The Pareto frontier for hbfp8 follows a sub-linear relationship
between latency and throughput for latencies below 50𝜇𝑠 with over
a 5× increase in throughput against a gradual increase in latency
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Figure 6: Latency vs. throughput for the modeled accelerators using (a) hbfp8 and (b) bfloat16 encodings.

reaching the knee past 350𝑇𝑂𝑝/𝑠 . Designs before the knee spend
most of their power in on-chip buffers and data movement. This
large fraction of on-chip buffer power is due to the skew in the
array dimension with high-bandwidth connectivity to memory
(Figure 1(a)). Reducing this array dimension shifts a large fraction
of the power for data movement from memory to ALUs in the
second dimension with point-to-point links (Figure 1(b)), increasing
throughput linearly with batch size with tiny increases in latency.

Once the curve reaches the knee, the fraction of power dedicated
to data movement is low, and as such, increases in batch size (𝑛)
lead to reductions in 𝑚 and 𝑤 . The reductions in 𝑚 and 𝑤 lead,
in turn, to ALU arrays with larger columns but rows with similar
size, resulting in little improvement in throughput while greatly
hurting latency. Because the designs at the knee are optimal in
offering throughput at constrained latencies, these designs are great
candidates for Equinox to exploit idle cycles for training services.

In contrast to hbfp8, bfloat16 exhibits high sensitivity to latency
from the start with a linear rather than sub-linear relationship
between latency and throughput reaching the knee almost imme-
diately. Because bfloat16 provisions an order of magnitude more
power in floating-point ALUs, there is little power to be shifted
from on-chip memory to increase batching and throughput. There-
fore, bfloat16 designs can not support batching for latencies below
50𝜇𝑠 and with higher batching degrees mostly shift ALU power
from one dimension to another with no increase in throughput.

Table 1 also shows that while today’s custom accelerators ei-
ther select designs without batching (𝑛 = 1) [16] or those with
high batching degrees (𝑛 >> 100) [22], many designs with mod-
erate batching degrees (𝑛 < 100) offer near-optimal throughput
at a sub-millisecond latency, achieving the best of both worlds.
Finally, we observe that optimal designs have relatively low fre-
quencies, showing that DNN accelerators are mostly power-limited.
Designs with the highest latency constraints favor the lowest fre-
quency (532𝑀𝐻𝑧) because they spend most of their power on data
movement.

5 METHODOLOGY
Simulation.We use an in-house detailed cycle-accurate simulator,
written in Python, to evaluate Equinox’s performance, taking into

account the effects not included in our analytic models in §4. These
include buffer and DRAM access delays, buffer port contention,
operation inter-dependence delays, and queuing. We validate the
simulator’s results against RTL traces. All the blocks shown in Fig-
ure 3 are implemented both in RTL and in the simulator, with both
implementations exhibiting identical timing properties. For DRAM
and host interfaces, we compared the performance of throughput-
and latency-limited models against DRAMSim [34] and verified
that our analytic models estimate latency and throughput with
high accuracy for 512-bit blocks.

Configurations. We use the notation 𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑐 to refer to the
optimal configuration with a latency constraint of 𝑐 . Therefore,
the four configurations in Table 1 are 𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑚𝑖𝑛 for the latency-
optimal configuration, 𝐸𝑞𝑢𝑖𝑛𝑜𝑥50𝜇𝑠 and 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 for the accel-
erators with a 50𝜇s and 500𝜇s latency constraint respectively, and
𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑛𝑜𝑛𝑒 for an accelerator with no latency constraint. In all
configurations, we divide the accelerator’s SRAM among the activa-
tion, weight, instruction buffers, and SIMD register files, allocating
20𝑀𝐵, 50𝑀𝐵, 32𝐾𝐵, and 5𝑀𝐵 to each, respectively. All configu-
rations use adaptive batching and hardware priority scheduling
unless stated otherwise.

Workloads. We use three workloads to evaluate Equinox’s perfor-
mance. The first two are taken from DeepBench, and represent a
machine translation LSTM with 2048 hidden units and 25 steps, and
a speech recognition GRU with 2816 hidden units and 1500 time-
steps [27]. The third workload is a CNN model using Resnet50 [19].
The three models cover a wide range of inference service times.
LSTM has a sub-millisecond service time, while Resnet50 has a ser-
vice time of a few milliseconds, and GRU has a service time of tens
of milliseconds. We use LSTM as our main workload to evaluate
training and inference performance and use the other two only to
do a sensitivity analysis of performance against various models. For
experiments in which Equinox hosts both training and inference
services, we use two independent instances of the LSTM model.

For inference services, we set the batch size large enough to fully
utilize Equinox’s resources, and for training services, we assume a
batch size of 128 when modeling the forward and backward passes.
We assume that distributed training uses a parameter server, which
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Table 1: Pareto-optimal designs under various latency constraints.

bfloat16 hbfp8
Latency
constraint

𝑛
Freq.
(𝑀𝐻𝑧)

Service
Time (𝜇𝑠)

Throughput
(𝑇𝑂𝑝/𝑠)

𝑛
Freq.
(𝑀𝐻𝑧)

Service
Time (𝜇𝑠)

Throughput
(𝑇𝑂𝑝/𝑠)

Min. latency
1 532 37.3 23.9

1 532 15.6 60.2
Latency < 50𝜇𝑠 16 532 49.2 333
Latency < 500𝜇𝑠 29 610 386 63.3 143 610 381 390
No constraint 39 610 510 66.7 191 610 509 400

receives gradients, aggregates them, generates an updated model,
and transfers it to Equinox for the next iteration of training. We
simulate synchronous training.

To model the incoming request traffic, we use a load generator
that creates inference requests following Poisson arrival rates while
assuming there are always training requests to be processed. We
set the 99th% latency target of inference services at 10× their mean
service time when being processed by 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 , which is in
line with prior work [9, 29].

Area and Power. In contrast to the methodology used in §4, in our
detailed evaluation, we estimate the area and power of all the blocks,
except for the host interface. We synthesize the compute units and
controllers of 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 using the Synopsys Design Compiler
and TSMC 28nm technology (with the TCBN28HPMBWP35 Core
library and Vdd of 0.9V) and add the power and area for the SRAM
structures using CACTI 6.5 [26]. Because CACTI does not support
28nm, we scale down the values from 32nm using the methodology
found in [15]. We extract area and power of the DRAM interface
from [33].

6 EVALUATION
We now proceed to evaluate Equinox. We first corroborate the con-
clusions of §4. We then evaluate Equinox’s effectiveness in exposing
idle cycles to training services. Next, we show that Equinox’s per-
formance is insensitive to the type of DNN workload it executes.
We then present synthesis results, followed by an evaluation of
Equinox’s scheduling and adaptive batching capabilities.

Inference Performance. Figure 7a shows the inference latency
and throughput for our hbfp8 Equinox configurations. These results
corroborate our analytical model conclusions (§4) with designs
targeting relaxed latency constraints achieving up to 6× higher
throughput compared to minimum latency designs. 𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑚𝑖𝑛

has the smallest batch size, reaching the lowest 99th% latency
at low load. However, it can only accommodate a limited num-
ber of requests due to the limited parallelism exposed by the
latency-optimized systolic array. 𝐸𝑞𝑢𝑖𝑛𝑜𝑥50𝜇𝑠 relaxes the latency
constraints used in 𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑚𝑖𝑛 , showing similar characteristics but
reaches a 5× larger throughput.
𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 relaxes the latency constraints further with larger

batches to fully utilize the larger systolic array. At low load, because
the scheduler waits for multiple requests to form complete batches
(or extend smaller batches with dummy requests), the 99th% latency
is bound by the scheduler’s waiting time. However, at a higher load,
the scheduler no longer waits and takes full advantage of the higher

degree of parallelism and reaches the highest achievable throughput:
up to 6x higher than the latency-optimized array.

Finally, comparing Figure 7a to Figure 7b, we also corroborate
our analytical model analysis by observing that hbfp8 achieves
up to 5.15× higher throughput compared to bfloat16 under the
same target latency. These results are from timing simulation ac-
counting for all component latencies, pipeline hazards, and queuing
effects (e.g., buffer port contention and dependence stalls), which
the analytical model does not consider.
Equinox Cycle Breakdown. To show how Equinox leverages
training workloads to turn idle cycles into useful cycles, we plot the
cycle usage breakdown of 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 when serving inference at
various loads, both in isolation and when piggybacking training
services. Figure 8 shows a breakdown of all MMU cycles into four
categories: working cycles, cycles spent on computing dummy
requests added to fill incomplete batches, idle cycles, and other
wasted cycles caused by buffer port contention, dependence stalls,
and stalls caused by the mismatch between the dimensions of ALU
arrays and the matrix multiplications executed.

At 5% load, not surprisingly, almost 50% of the cycles are idle,
and nearly 40% are wasted computing dummy requests. When train-
ing is added, most of the idle cycles are reclaimed, as the second
bar shows. Unfortunately, the training requests hit bottlenecks un-
related to Equinox, preventing them from reclaiming all the idle
cycles. The cycles spent on dummy requests are, however, unavoid-
able at such a low load, as requests do not arrive fast enough to
form a full batch. At 50% load, adding training pushes the number of
working cycles up to around 80%, almost saturating the accelerator.
At 95% load, the accelerator is saturated, and training requests are
not scheduled at all. Finally, the other stalls are also unavoidable
and remain even as we approach the saturation of the accelerator
resources.
Training Throughput. Figure 9 shows the training throughput of
our hbfp8 Equinox configurations. 𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑛𝑜𝑛𝑒 , the configuration
with no latency constraint, achieves the highest throughput. In
fact, 𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑛𝑜𝑛𝑒 saturates the HBM bandwidth when inference
load is below 60%, reaching the maximum achievable throughput
for the LSTM training workload. Other configurations reach lower
throughput values as tighter latency constraints shorten the win-
dow in which inference requests can be interleaved with training.
𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 , 𝐸𝑞𝑢𝑖𝑛𝑜𝑥50𝜇𝑠 , and 𝐸𝑞𝑢𝑖𝑛𝑜𝑥𝑚𝑖𝑛 reach 78%, 66% and
19% of the maximum training throughput, respectively. We con-
clude that designs with more relaxed latency constraints are a better
fit for Equinox, reaching close to the maximum available training
throughput.
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Figure 7: Equinox’s inference tail latency as a function of its throughput for (a) hbfp8 and (b) bfloat16.
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Figure 8: Cycle usage breakdown of 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 at various
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training respectively.
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Figure 9: Training throughput vs. inference load.

Workload Sensitivity Analysis. Table 2 shows 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 per-
formance when executing various DNN models. First, we observe
that Equinox delivers the same inference throughput for LSTM
and GRU, showing that it is insensitive to the two orders of magni-
tude difference between the latency constraints of the two models.

Table 2: Training and inference performance for various
DNN models. Training throughput is measured with an in-
ference load of 60%. Inference throughput refers to maxi-
mum throughput.

Model
Training

Throughput
(𝑇𝑂𝑝/𝑠)

Inference
Throughput
(𝑇𝑂𝑝/𝑠)

Inference
latency
(𝑚𝑠)

LSTM 83.4 319 0.5
GRU 83.4 319 36.6

Resnet50 18 67 1.32

Similarly, Equinox delivers the same training throughput for both
LSTM and GRU (83.4𝑇𝑂𝑃/𝑠), showing that Equinox can expose
training cycles to workloads with a variety of training execution
times. The third row of the table shows the throughput and la-
tency of Resnet50. In Resnet50, Equinox operates at a fraction of
its maximum inference and training throughputs because Resnet50
features matrix multiplications that do not map well to the large
MMU used in Equinox. This bottleneck has been observed in other
accelerator designs with large MMUs [22], which also exhibit low
throughput for CNNs. Therefore, Equinox behaves like a typical
inference DNN accelerator while also exposing training throughput
to a wide variety of models.

Synthesis Results. Table 3 shows the area and power of the vari-
ous components of 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 . The values closely match the ones
modeled in our design space exploration (§4). We also confirm our
assumption that the MMU, DRAM interface, and buffers dominate
the area and power consumption, taking nearly 95% and 82% of the
total area and power of the chip, respectively. Additionally, 13%
of the power and 4% of the area are consumed by the SIMD unit,
which contains a large register file and a large number of bfloat16
ALUs. The bfloat16 ALUs are introduced because of HBFP. As such,
we consider the area and power of the SIMD units as an overhead
compared to an inference accelerator that employs fixed-point only.
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Table 3: Area and power for 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 .

Component Area (𝑚𝑚2) Power (W)

MMU 185.60 36.84
DRAM Interface 46.90 28.60
SIMD Unit 13.43 10.97
Weight Buffer 45.96 4.28
Activation Buffer 18.27 1.07
Request Dispatcher 0.79 0.20
Instruction Dispatcher 0.49 0.14
Others 6.39 3.77
Total 313.85 85.91
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Figure 10: Equinox’s inference tail latency against
its throughput. Inf, Inf+Train+Fair sched., and
Inf+Train+Priority sched. indicate configurations with-
out training, with training and a fair-share scheduler, and
with training and a priority scheduler respectively.

Finally, we show that the request and instruction dispatchers con-
sume less than 1% of the area and power, confirming that Equinox’s
scheduling mechanisms incur negligible overhead.
Scheduling. To quantify the impact of hosting training services
on inference’s latency and throughput, we compare Equinox’s in-
ference performance with and without training. Figure 10 shows
Equinox’s 99% latency against its throughput while performing
inference under two scheduling policies: fair-share scheduling
(Inf+Train+Fair sched.) and a policy that at high loads schedules
inference requests only (Inf+Train+Priority sched.).

As the figure shows, training introduces a latency overhead
even at low loads. Both scheduling policies behave similarly at
low load, equally dividing the accelerator’s execution resources
between training and inference requests, leading to an increase in
the service time observed by inference requests. However, as infer-
ence load increases, the design with priority scheduling dedicates
more ALU time to inference requests, outperforming the design
with fair scheduling by 1.3× in terms of throughput under latency
constraints and matching the throughput of the inference-only de-
sign. Equinox can host training services while delivering the same
inference throughput as the baseline inference-only accelerator
under the same service-level latency goals.

We also ran experiments to evaluate how Equinox behaves with
software scheduling. Due to the high rate of instruction issue in
Equinox, a software scheduler has to operate at a batch granularity,
which leads to inference requests being queued for a long time,
violating the latency target when training batches are running.
Hence, the software scheduler ends up not scheduling training
batches to maintain the latency target, preventing Equinox from
serving training requests altogether.
Adaptive Batching. To quantify adaptive batching’s impact on
the tail latency of inference requests, we compare the 99th% latency
of 𝐸𝑞𝑢𝑖𝑛𝑜𝑥500𝜇𝑠 serving inference requests with static and adaptive
batching policies at various loads. Figure 11a shows that static
batching performs poorly at low loads, leading to latencies of more
than 10× accelerator’s service time, hence violating the service-
level latency target. The inter-arrival time of requests is so high at
low loads that batch formation dominates the execution time. The
design with adaptive batching, however, bounds batch formation
time leading to a 99th% latency that is close to the accelerator’s
service time when the load is low. Both designs exhibit the same
trend in the presence of higher loads, as requests do not have to
wait much longer for batches to form.

Adaptive batching uses a threshold value to decide how much
time to wait before issuing an incomplete batch. Figure 11b shows
the effect of this threshold over inference latency. We vary the
threshold values from 2× to 10× the service time. Increasing the
threshold forces the accelerator to wait for longer to form batches,
leading to higher 99th% latency, as shown in the figure. We also
observe that long waits are infrequent because with even relatively
high thresholds (i.e., 10×), we observe that less than 1% of the issued
batches are incomplete.

Finally, Figure 11c shows the training throughput obtained while
varying the adaptive batching threshold. Increasing the threshold
beyond 2× the service time leads to a modest increase in training
throughput without violating the latency goals. However, as we
increase the threshold, batch scheduling incurs long waiting times
with variation in training throughput. As using a threshold of 2× the
service time leads to near-maximum and stable training throughput
without violating the latency goals, we picked this threshold for all
experiments and workloads.

7 RELATEDWORK

DNN Accelerators are built for low latency inference services
and employ low precision arithmetic for efficiency. However, their
arithmetic encoding prevents them from being used for training
services. Microsoft’s Brainwave [16] relies on FPGAs to accelerate
DNNs at low latency. Although we argue that latency minimiza-
tion is a misguided goal for ASIC accelerators, FPGA provisioning
leads to a different conclusion. In FPGAs, ALU and data move-
ment resources are not provisioned by the accelerator designer
but by the FPGA. As such, data movement resources are overpro-
visioned in FPGAs to cater to general-purpose applications. For
instance, one of the FPGAs featured in Brainwave, an Intel Stratix
V D5, features 2014 blocks of M20K SRAM, with a width of up
to 40 bits each. The same FPGA features 3180 18x18 multipliers,
resulting in roughly 1.4 bits of SRAM bandwidth for each multi-
plier bit. Google’s TPU [22], in contrast, is an ASIC design that
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(a) Tail latency vs. load with static and adaptive batching
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(b) Tail latency vs. inference throughput
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Figure 11: Equinox’s adaptive batching policy impact on latency and training throughput. "𝑋× service time" indicates that the
batching mechanism waits for 𝑋× the workload service time before issuing an incomplete batch.

leverages batching to cope with the memory bottleneck. Neither
Brainwave nor TPU have any mechanisms to guarantee latency
SLOs in accelerators. Training accelerators are optimized to pro-
vide high throughput to reduce the long execution time of training
services. Due to the accuracy requirements of training algorithms,
they employ floating-point arithmetic, resulting in lower energy
efficiency and computational density. Some examples of training
accelerators are NVIDIA’s Volta [4] and Google’s TPUv2 [2] and
TPUv3 [5]. All these accelerators feature high bandwidth memory.
Training Arithmetic.While inference has been known to toler-
ate low precision fixed-point arithmetic for a long time, training
algorithms started adopting more efficient arithmetic encodings
only recently. While early works [23] used single-precision floating
point, DNN users quickly learned that DNNs are tolerant to low
precision arithmetic. As such, most recent accelerators use nar-
rower arithmetic, like bfloat16 [6]. We argue that this trend will
continue, with recent work introducing several options for even
more efficient training arithmetic [14, 24, 35]. These innovations
allow for training arithmetic with efficiency in par with inference
arithmetic, acting as an enabler for Equinox. More efficient and
dense arithmetic also leads to a smaller fraction of the accelerator

power being spent on ALUs, emphasizing of accelerator design on
minimizing data movement.

Software Schedulers. Clipper [8] introduces a low-latency predic-
tion serving system, with a control plane for accelerated inference
serving. Clipper assumes a less autonomous DNN accelerator than
Equinox, handling all the control logic in software. We argue that
the control plane needed to enable low-latency inference to exe-
cute with training can be implemented in hardware with low area
and power overhead and low complexity. Equinox also enables
a more autonomous DNN accelerator, capable of running entire
requests instead of individual instructions. This model enables a
Brainwave-like accelerator, reducing latency further.

Task Co-location. Prior work [11, 25] co-locates latency-critical
and best-effort tasks on online servers. Additionally, Facebook [18]
co-locates training and inference services on general-purpose CPUs
during periods of low load. We also leverage a best-effort service to
improve the utilization of compute resources executing a latency-
critical service. However, the challenges in co-locating inference
and training in accelerators are fundamentally different from the
challenges of co-locating in online servers. The biggest challenge
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in online servers is identifying the resources contended by each
workload as the mechanisms necessary to enable co-location are
already present in the form of OS/cluster schedulers. Identifying
contended resources in DNN accelerators is trivial. Instead, we tack-
led the challenges in provisioning accelerators silicon resources and
introducing a latency-aware mechanism to specialized accelerators.

Finally, EDGE [20] introduces an event-driven GPU execution
model that provides the basic mechanisms needed for simultaneous
execution of inference and training requests, providing the first
step towards a GPU capable of meeting the latency constraints of
inference services while performing training. Using EDGE, a GPU
is capable of quickly preempting training requests during inference
load spikes. The next step would be to provide DNN-aware resource
scheduling capabilities in GPUs.

8 CONCLUSION
DNN inference accelerators face a low average load due to service
demand variability. Unfortunately, traditional inference accelera-
tors do not have the mechanisms to expose inference idle cycles
to training workloads. In this paper, we introduce Equinox, an in-
ference accelerator that piggybacks training services to reclaim
inference idle cycles. Equinox reconciles the conflicting require-
ments of training and inference and achieves near-optimal inference
throughput while exposing inference idle cycles to training ser-
vices. We show that, with a 500𝜇𝑠 inference service time constraint,
Equinox achieves 6.67× higher throughput than a latency-optimal
accelerator. Equinox also achieves a training throughput that is 78%
of the throughput of a dedicated training accelerator. Finally, we
show that the mechanisms introduced by Equinox lead to an area
and power overheads of less than 1%, while its numeric encoding
incurs 13% power and 4% area overhead compared to a fixed-point
accelerator.
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